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Exemplo 1

| public class Pessoa {  private String nome;    public Pessoa(){}    public Pessoa(String nome){  this.nome=nome;  }    public void setNome(String nome){  this.nome=nome;  }    public String getNome(){  return this.nome;  }  @Override  public String toString(){  return "Nome="+this.nome;  }  }  public class PessoaFisica extends Pessoa{  private long cpf;    public PessoaFisica(){}    public PessoaFisica(String nome,long cpf){  super(nome);  this.cpf=cpf;  }  public long getCpf() {  return cpf;  }  public void setCpf(long cpf) {  this.cpf = cpf;  }  @Override  public String toString() {  return "PessoaFisica{ Nome="+this.getNome()+  " - cpf=" + cpf + '}';  }    }  public class Funcionario extends PessoaFisica{  private int matricula;  public Funcionario() {  }  public Funcionario(int matricula, String nome, long cpf) {  super(nome, cpf);  this.matricula = matricula;  }  public int getMatricula() {  return matricula;  }  public void setMatricula(int matricula) {  this.matricula = matricula;  }  @Override  public String toString() {  return "Funcionario{" + "matricula=" + matricula + '}';  }    }  public class PessoaJuridica extends Pessoa{  private long cnpj;  public PessoaJuridica() {  }  public PessoaJuridica(long cnpj, String nome) {  super(nome);  this.cnpj = cnpj;  }  public long getCnpj() {  return cnpj;  }  public void setCnpj(long cnpj) {  this.cnpj = cnpj;  }  @Override  public String toString() {  return "PessoaJuridica{" + "cnpj=" + cnpj + '}';  }    }  public class Exemplo1 {  public static void main(String[] args) {  Pessoa p=new Pessoa("Gerson");  System.out.println(p);  }    } |
| --- |

**Exercícios**

1. Implemente, em java, o diagrama de classes da UML. Escreva os métodos e os construtores.
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1. Observe o diagrama abaixo, analise-o e implemente (Java) às duas classes e adicione as classes AlunoEad (Polo: String) e AlunoPos (Tema:String).
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Aula 2 - Continuando com a revisão e posteriormente abordaremos o conceito de design patterns.

Exemplo 2 - Dada a classe abstrata, implemente as classes Carro e Moto. Escreva também uma classe de teste para implementar o polimorfismo.

| public abstract class Veiculo {    public abstract void acelerar();    public void painel(){  System.out.println("Exibindo informações");  }  } |
| --- |

Exemplo 3 - Um projeto de Batalha de Tanques tem previamente definido três contratos (interfaces).

| public interface Canhao {  public void atirar();  }  public interface Cores {  public void setCorTanque(CoresRGB cor);  public CoresRGB getCorTanque();  public CoresRGB getCorCanhao();  public void setCorCanhao(CoresRGB cor);  }  public interface Posicao {  public void setX(float x);  public void setY(float y);  public float getX();  public float getY();  } |
| --- |

[Revisão de OO e Introdução ao Design Patterns](https://docs.google.com/presentation/d/1J17QpkF1u5t7bP3WkYJW7VMx423SP-FhOCs4kFwuHGI/edit#slide=id.g73082a65e7_0_2)

Aula 3

**Padrão de projeto - Strategy**

[Padrão - Strategy](https://docs.google.com/presentation/d/1-h6hdSuYwVTP938cSejT_4noP1oN0WxYRqCXb60CVkA/edit#slide=id.p)

Exemplo 1

![](data:image/png;base64,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)

| public class ExemploSemStrategy {  public static void main(String[] args) {  Distancia distancia=new Distancia(100);  try {  System.out.println(obterFrete(distancia,"XPTO"));  } catch (IllegalArgumentException e) {  System.out.println(e.getMessage());  }    }    public static double obterFrete(Distancia distancia,String empresa){  if(empresa.equalsIgnoreCase("abc")){  return distancia.getDistancia()\*0.1;  }else if(empresa.equalsIgnoreCase("cba")){  return distancia.getDistancia()\*0.2;  }else if(empresa.equalsIgnoreCase("xpto")){  return distancia.getDistancia()\*0.3;  }else{  throw new IllegalArgumentException("empresa inválida!");  }  }    }  public class Distancia {  private double distancia;  public Distancia(double distancia) {  this.distancia = distancia;  }  public double getDistancia() {  return distancia;  }    } |
| --- |

Aplicando Strategy

| public interface Empresas {  public abstract double calcularFrete(Distancia distancia,ListaEmpresas empresa);  }  public class ExemploSemStrategy {  public static void main(String[] args) {  Distancia distancia = new Distancia(100);  System.out.println(obterFrete(distancia, ListaEmpresas.values()[2]));  }  public static double obterFrete(Distancia distancia, ListaEmpresas empresa) {  Empresas escolhida;  double valor=0;  if (empresa.equals(ListaEmpresas.ABC)) {  escolhida=new ABC();  valor=escolhida.calcularFrete(distancia, empresa);  } else if (empresa.equals(ListaEmpresas.CBA)) {  escolhida=new CBA();  valor=escolhida.calcularFrete(distancia, empresa);  } else if (empresa.equals(ListaEmpresas.XPTO)) {  escolhida=new XPTO();  valor=escolhida.calcularFrete(distancia, empresa);  }    return valor;  }  }  public class Distancia {  private double distancia;  public Distancia(double distancia) {  this.distancia = distancia;  }  public double getDistancia() {  return distancia;  }    }  public enum ListaEmpresas{  ABC,  CBA,  XPTO;  }    public class ABC implements Empresas{  @Override  public double calcularFrete(Distancia distancia, ListaEmpresas empresa) {  return distancia.getDistancia()\*0.1;  }    }  public class CBA implements Empresas{  @Override  public double calcularFrete(Distancia distancia, ListaEmpresas empresa) {  return distancia.getDistancia()\*0.2;  }    }  public class XPTO implements Empresas{  @Override  public double calcularFrete(Distancia distancia, ListaEmpresas empresa) {  return distancia.getDistancia()\*0.3;  }    } |
| --- |

Eliminando o bloco if..else

| public enum ListaEmpresas implements Empresas{  ABC{  @Override  public double calcularFrete(Distancia distancia, ListaEmpresas empresa) {  return distancia.getDistancia()\*0.1;  }    },  CBA{  @Override  public double calcularFrete(Distancia distancia, ListaEmpresas empresa) {  return distancia.getDistancia()\*0.2;  }    },  XPTO{  @Override  public double calcularFrete(Distancia distancia, ListaEmpresas empresa) {  return distancia.getDistancia()\*0.3;  }    };    }  public class ExemploSemStrategy {  public static void main(String[] args) {  Distancia distancia = new Distancia(130);  System.out.println(obterFrete(distancia, ListaEmpresas.values()[2]));  }  public static double obterFrete(Distancia distancia, ListaEmpresas empresa) {    return empresa.calcularFrete(distancia, empresa);    }  }  Observação: Com esse aprimoramento não são necessárias às classes das empresas: ABC, CBA, XPTO. |
| --- |

**Exemplo 2 - Dada a classe, aplique o pattern Strategy.**

| public class Strategy {    public static void main(String[] args) {  char[] lista = {'a', 'a', 'c', 'e', 'f', 'h', 't', 'u', 'i', 'a', 'e', 'b'};  Strategy strategy;  strategy = new Strategy();  int n = 2;  switch (n) {  case 1:  strategy.converteMaiuculos(lista);  break;  case 2:  strategy.contarVogal(lista);  break;  default:  strategy.mostrarCaracteres(lista);  break;  }  }    public void mostrarCaracteres(char[] lista){  for(char c:lista){  System.out.print(c+" ");  }    }    public void converteMaiuculos(char[] lista) {  for (int i = 0; i < lista.length; i++) {  lista[i] = Character.toUpperCase(lista[i]);  }  }    public void contarVogal(char[] lista) {  char[] vogal = {'a', 'e', 'i', 'o', 'u'};  int cont = 0;  for (int i = 0; i < lista.length; i++) {  for (int j = 0; j < vogal.length; j++) {  if (lista[i] == vogal[j]) {  cont++;  }  }  }  System.out.println(cont);  }    } |
| --- |

**Exercícios**

1. Uma empresa estabeleceu uma regra para cálculo dos salários dos seus funcionários. Os salários serão calculados com base em um fator, que é diferenciado para cada departamento. Essa regra tem o objetivo de incrementar o plano de carreiras da empresa.

* Gerência - bônus 6%
* Desenvolvimento - bônus 5%
* Suporte - bônus 4%
* Demais departamentos - bônus 3%

cálculo do salário

* salário+salário\*bônus

Aplicar o pattern Strategy para esse caso.

1. Defina padrões de projeto.
2. Leia o trecho de uma possível conversa entre dois programadores e identifique os designs patterns contidos nela.

| **Programador 1:**  “Nessa sprint vou refatorar aquele trecho utilizando um método fábrica. O que você acha?”  **Programador 2:**  “Boa ideia! Falando nisso...  Podemos utilizar a composição para implementar aquela hierarquia, aproveitando a sua natureza recursiva!” |
| --- |

1. Quais são as características que o padrão singleton deve ter?
2. Para o código a seguir:

| public class Cenario {  private static Cenario cenario=null;    private Cenario(){}  public static Cenario getCenario(){  if(cenario==null)  cenario=new Cenario();    return cenario;  }  } |
| --- |

Escreva um método configuracoes que deve exibir uma mensagem. Esse método deve ser invocado pela instância cenario. Teste para o ambiente multitarefa, analise e mostre se há ou não, “quebra” no padrão singleton.

1. Com base no exemplo de Strategy, quais são os problemas de se utilizar o bloco if..else?
2. Com base no exemplo da aula, determine as classes que correspondem às estratégias e as classes que correspondem ao contexto.
3. Considerando que existem vários impostos (ip1,ip2, ip3) sobre produtos e serviços. E que a taxas são:

* ip1 - 10%
* ip2 - 15%
* ip3 - 25%

Escreva um projeto Java, tendo como base o padrão de projeto strategy, que determine o cálculo de orçamento que envolva serviço ou produto considerando as incidências dos impostos listados acima.

*Cálculo: orcamento\*imposto*

1. Dados os métodos de ordenação a seguir, escreva um projeto java que implemente o padrão Strategy. Escreva uma classe que teste os métodos utilizados.

| public static void insertion(float v[]){  int i,j;  float temp;  for(i=1;i<n;i++){  temp=v[i];  j=i;  while(j>0 && v[j-1]>=temp){  v[j]=v[j-1];  j--;  }  v[j]=temp;  }  } |
| --- |

| public static void selection(int v[]){  int i,j,min,aux;  for(i=0;i<MAX-1;i++){  min=i;  for(j=i+1;j<MAX;j++)  if(v[j]<v[min])  min=j;    aux=v[i];  v[i]=v[min];  v[min]=aux;  }  } |
| --- |

| public static void bubble(int c[]){  int i,j;  float temp;  for(j=0;j<T-1;j++)  for(i=0;i<T-1-j;i++)  if(c[i]>c[i+1]){  temp=c[i];  c[i]=c[i+1];  c[i+1]=temp;  }  } |
| --- |

1. Com base no exercício 3, quais são as classes de contexto e as estratégias?

**Padrão Composite**

[Padrão Composite](https://docs.google.com/presentation/d/1D6JbgiH1zeM-02YGIHOgPMShxKzvINocLxdIDiTqtP0/edit?usp=sharing)

Exemplo 1: Simular uma cesta de café da manhã. O objetivo é determinar o preço total da cesta.
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| public interface Component {  public double getPreco();  }  import java.util.ArrayList;  import java.util.List;  public class Composite implements Component{  private List<Component> lista=new ArrayList<>();  private String nome;  public Composite() {  }  public Composite(String nome) {  this.nome = nome;  }  /\*\*  \* Adicionar componentes na lista.  \* @param c Component  \*/  public void adicionar(Component c){  this.lista.add(c);  }    public void remover(Component c){  this.lista.remove(c);  }    @Override  public double getPreco() {  double total=0;  for(Component v:lista){  total+=v.getPreco();  }  return total;  }  @Override  public String toString() {  return "Composite{" + "lista=" + lista + ", nome=" + nome + '}';  }  }  public class Leaf implements Component{  private double preco;  private String nome;    public Leaf() {  }  public Leaf(double preco, String nome) {  this.preco = preco;  this.nome = nome;  }    @Override  public double getPreco() {  return this.preco;  }  @Override  public String toString() {  return "Leaf{" + "preco=" + preco + ", nome=" + nome + '}';  }    }  public class Cesta {  public static void main(String[] args) {  Composite cesta=new Composite("Café da manhã");  Leaf produto1=new Leaf(12.45, "Xícara");  Leaf produto2=new Leaf(8.6, "Café");  Leaf produto3=new Leaf(5.23, "Biscoito");  Leaf produto4=new Leaf(1.62, "Geléia de morango");  Leaf produto5=new Leaf(7.98, "Geléia de damasco");    Composite caixa=new Composite("Caixa de geléias");  caixa.adicionar(produto4);  caixa.adicionar(produto5);  cesta.adicionar(produto1);  cesta.adicionar(produto2);  cesta.adicionar(produto3);  cesta.adicionar(caixa);  System.out.println("Total: "+cesta.getPreco());  }  } |
| --- |

**Exercícios**

1. Implemente o padrão composite para representar a estrutura de uma empresa composta por Diretoria (Composite), Departamento (Leaf). Considere a interface DepartamentoComponent com os métodos getCusto() e getFuncionarios() - Retorna a quantidade de funcionários de um departamento.
2. Tomando como base o exemplo da cesta de café, aprimore-o escrevendo uma classe folha para tratar produtos em promoção, onde o Cliente deve entrar com o preço e com o desconto.
3. Crie um projeto de sistema de arquivos, onde os leafs terão os atributos nome\_arquivo (String) e tamanho (float). A classe Composite, além das operações padrão, deverá determinar o tamanho total dos arquivos no sistema.

**Factory Method**

[Apresentação](https://docs.google.com/presentation/d/1QENgmKqHkbMQrB1yQE-8TU5XddWOgHWUkNhJBvUUSNo/edit?usp=sharing)

Exemplo

| //Product  public interface Carro {  public double getPreco();  public String getModelo();  }  //ConcreteProduct  public class Fox implements Carro{    private double preco;  private String modelo;  public Fox() {  }  public Fox(double preco, String modelo) {  this.preco = preco;  this.modelo = modelo;  }    @Override  public double getPreco() {  return this.preco;  }  @Override  public String getModelo() {  return this.modelo;  }  @Override  public String toString() {  return "Fox{" + "preco=" + preco + ", modelo=" + modelo + '}';  }    }  public class Jetta implements Carro {  private double preco;  private String modelo;  public Jetta() {  }  public Jetta(double preco, String modelo) {  this.preco = preco;  this.modelo = modelo;  }    @Override  public double getPreco() {  return this.preco;  }  @Override  public String getModelo() {  return this.modelo;  }  @Override  public String toString() {  return "Jetta{" + "preco=" + preco + ", modelo=" + modelo + '}';  }    }  public enum Lista {  FOX,JETTA;  }  public class FabricaVW {  public static Carro factoryMethod(Lista lista) {  Carro c = null;  if (lista.equals(Lista.FOX)) {  c = new Fox(60000, "Cross fox");  } else if (lista.equals(Lista.JETTA)) {  c = new Jetta(120000, "Jetta TSI");  }  return c;  }  }  public class FabricaCarro {  public static void main(String[] args) {  Carro c=FabricaVW.factoryMethod(Lista.values()[0]);  System.out.println(c);  }    } |
| --- |

Modificando o projeto para incluir a fábrica de carro Fiat.

| public interface Fabrica {  public Carro factoryMethod(Lista lista);  }  //ConcreteProduct  public class Argo implements Carro {  private double preco;  private String modelo;  public Argo() {  }  public Argo(double preco, String modelo) {  this.preco = preco;  this.modelo = modelo;  }      @Override  public double getPreco() {  return this.preco;  }  @Override  public String getModelo() {  return this.modelo;  }  @Override  public String toString() {  return "Argo{" + "preco=" + preco + ", modelo=" + modelo + '}';  }    }  //ConcreteProduct  public class Uno implements Carro {  private double preco;  private String modelo;  public Uno() {  }  public Uno(double preco, String modelo) {  this.preco = preco;  this.modelo = modelo;  }      @Override  public double getPreco() {  return this.preco;  }  @Override  public String getModelo() {  return this.modelo;  }  @Override  public String toString() {  return "Uno{" + "preco=" + preco + ", modelo=" + modelo + '}';  }      }  //ConcreteCreator  public class FabricaFiat implements Fabrica{  @Override  public Carro factoryMethod(Lista lista) {  Carro c = null;  if (lista.equals(Lista.ARGO)) {  c = new Argo(40000, "Argo II");  } else if (lista.equals(Lista.UNO)) {  c = new Uno(12000, "Uno Milli");  }  return c;  }  }  //ConcreteCreator  public class FabricaVW implements Fabrica{  @Override  public Carro factoryMethod(Lista lista) {  Carro c = null;  if (lista.equals(Lista.FOX)) {  c = new Fox(60000, "Cross fox");  } else if (lista.equals(Lista.JETTA)) {  c = new Jetta(120000, "Jetta TSI");  }  return c;  }  }  public enum Lista {  FOX,JETTA,ARGO,UNO;  }  public class FabricaCarro {  public static void main(String[] args) {  Fabrica f=new FabricaFiat();  Carro c=f.factoryMethod(Lista.values()[3]);  System.out.println(c);  }    } |
| --- |

**Exercícios**

1. Aplicar o pattern Factory Method no projeto batalha de tanques.

[Batalha de tanques](https://drive.google.com/drive/folders/19WYu9H9x2pBHxkjdDyJZGcxbQOij4hph?usp=sharing)

1. Aplique o pattern factory Method para retornar a quantidade de arestas correspondentes à figura. Por exemplo: quadrado - 4 arestas, triângulo - 3 arestas.
2. Considere uma instituição de ensino que possui duas modalidades de graduação: presencial e EAD, e uma modalidade de pós-graduação. Ao fazer a matrícula em um dos cursos, o aluno deve informar o local que deseja estudar (se for presencial) ou o pólo de apoio (se for EAD). E dependendo da modalidade que o aluno se matricule, deve retornar a informação do diploma requisitado.

| Curso | Informar | Requisito - Diploma |
| --- | --- | --- |
| Graduação presencial | Unidade | Ensino médio |
| Graduação EAD | Pólo | Ensino médio |
| Pós-graduação | Unidade | Graduação |

Escreva um projeto aplicando o pattern Factory Method considerando as regras definidas para o projeto.

**Padrão State**

[Apresentação](https://docs.google.com/presentation/d/1MYE_yqriHRglgktk7HCCjCzQCqP6gl2wuqCl5Hidzbg/edit?usp=sharing)

Solução

| public interface State {  public void atrasada();  public void concluida();  public void pendente();  }  public class Context {  private State state = new Pendente(this);  public State getState() {  return state;  }  void setState(State state) {  this.state = state;  System.out.println(getState());  }  public void requisitarConcluida(){  state.concluida();  }    public void requisitarAtrasada(){  state.atrasada();  }    public void requisitarPendente(){  state.pendente();  }  }  public class Atrasada implements State{    private final String nome="Atrasada";  private Context tarefa;  public Atrasada(Context tarefa) {  this.tarefa = tarefa;  }    @Override  public void atrasada() {  System.out.println("Já está atrasada");  }  @Override  public void concluida() {  tarefa.setState(new Concluida(tarefa));  }  @Override  public void pendente() {  System.out.println("Já está atrasada");  }  @Override  public String toString() {  return "Novo estado da tarefa: "+nome;  }  }  public class Concluida implements State {  private String nome = "Concluída";  private Context tarefa;  public Concluida(Context tarefa) {  this.tarefa = tarefa;  }  @Override  public void atrasada() {  System.out.println("Já está concluída");  }  @Override  public void concluida() {  System.out.println("Já está concluída");  }  @Override  public void pendente() {  tarefa.setState(new Pendente(tarefa));  }  @Override  public String toString() {  return "Novo estado da tarefa: " + nome;  }  }  public class Pendente implements State {  private final String nome = "Pendente";  private Context tarefa;  public Pendente(Context tarefa) {  this.tarefa = tarefa;  }  @Override  public void atrasada() {  tarefa.setState(new Atrasada(tarefa));  }  @Override  public void concluida() {  tarefa.setState(new Concluida(tarefa));  }  @Override  public void pendente() {  System.out.println("Já está pendente");  }  @Override  public String toString() {  return "Novo estado da tarefa: " + nome;  }  }  public class GerenciadorTarefas {  public static void main(String[] args) throws ParseException {  Context tarefa=new Context();  tarefa.requisitarAtrasada();  tarefa.requisitarConcluida();  tarefa.requisitarPendente();  tarefa.requisitarConcluida();  tarefa.requisitarConcluida();  }  } |
| --- |

**Exercícios**

1. Elabore um projeto de game tipo Plataforma onde o personagem possui os estados: esperando, correndo, pulando e abaixando. Implemente o padrão state para esse contexto.
2. Elabore um projeto utilizando o pattern state para modelar os estados possíveis de uma compra de produto online: pagamento confirmado, pedido em preparação, cancelar pedido, pedido enviado.
3. Aprimore o projeto implementado em aula para instanciar apenas uma tarefa, utilize o padrão singleton.

**Padrão Observer**

[Apresentação - Padrão Observer](https://docs.google.com/presentation/d/1AFZ2CoVCtVsBgtS88JDGpmquF_mKVnk4OjgOG5ck5xw/edit?usp=sharing)

Exercícios

1. Modifique o exemplo passado em aula para possibilitar a remoção de objetos observadores, simulando a destruição de uma nave inimiga.

Implemente o padrão singleton para garantir que instancie apenas um jogador.

1. Aplique o padrão Observer para uma agência que informa vagas de empregos para assinantes do serviço. Use o exemplo como base para realizar esse exercício.

**Padrão Facade (Fachada)**

[Apresentação do padrão Facade](https://docs.google.com/presentation/d/18CpeT9Cwu5FJTtQPPf628afs9w3LZz5o-kVRjjzMlVI/edit#slide=id.gf3ccbcfd87_0_0)

| package lista;  public class UsaLista {  public static void main(String[] args) {  Facade facade=new Facade();  facade.inserir("Gerson","TADS",123);  facade.inserir("Anna","TADS",4321);  facade.inserir("Sandra","BSI",789);  facade.remover(4321);  Metodos.exibir();  }  }  public class Facade {  public void inserir(String nome, String curso, int ra) {  Aluno aluno = new Aluno(nome, curso, ra);  Metodos.inserirNo(aluno);  }      public void remover(int ra){  boolean teste = Metodos.remover(ra);  if (teste) {  System.out.println("Removido com sucesso!");  } else {  System.out.println("Não removeu!");  }  }    }  public class Metodos {  private static No inicio = null, atual, aux;  private static int quantidadeNo = 0;  public static void inserirNo(Object objeto) {  if (inicio == null) {  No novoNo = new No(null, null, objeto);  inicio = novoNo;  aux = inicio;  } else {  No novoNo = new No(null, aux, objeto);  atual = novoNo;  aux.setProx(atual);  aux = atual;  }  quantidadeNo++;  }  public static void exibir() {  No imprimir = inicio;  while (imprimir != null) {  System.out.println(imprimir);  imprimir = imprimir.getProx();  }  }  public static Object buscar(Object objeto) {  No pesq = inicio;  int ra=(int)objeto;  while (pesq != null) {  Aluno alunoPesq=(Aluno)pesq.getInfo();  if(alunoPesq.getRa()==ra) {  return pesq;  }  pesq = pesq.getProx();  }  return null;  }    public static boolean remover(Object object) {  No rem = (No)buscar(object);  if (rem != null && inicio != null) {  //Remover do início  if (rem == inicio) {  if (quantidadeNo > 1) {  inicio = inicio.getProx();  rem.setProx(null);  inicio.setAnt(null);  }else{//Se tiver apenas um elemento na lista  inicio=null;  }  } else if (rem == atual) {//Removendo o último nó  atual = rem.getAnt();  atual.getProx().setAnt(null);  atual.setProx(null);  } else {//Remoção de um nó qualquer  rem.getAnt().setProx(rem.getProx());  rem.getProx().setAnt(rem.getAnt());  rem.setAnt(null);  rem.setProx(null);  }  quantidadeNo--;  return true;  }  return false;  }  }  package lista;    public class No {  private No prox,ant;  private Object info;  public No() {  }  public No(No prox, No ant, Object info) {  this.prox = prox;  this.ant = ant;  this.info = info;  }  public No getProx() {  return prox;  }  public void setProx(No prox) {  this.prox = prox;  }  public No getAnt() {  return ant;  }  public void setAnt(No ant) {  this.ant = ant;  }  public Object getInfo() {  return info;  }  public void setInfo(Object info) {  this.info = info;  }  @Override  public String toString() {  return "info=" + info;  }    }  package lista;  public class UsaLista {  public static void main(String[] args) {  Facade facade=new Facade();  facade.inserir("Gerson","TADS",123);  facade.inserir("Anna","TADS",4321);  facade.inserir("Sandra","BSI",789);  facade.remover(4321);  Metodos.exibir();  }  } |
| --- |

**Exercício**

1. Considere o diagrama de classes da UML.
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Pede-se:

1. Escreva as três classes com os atributos apresentados, encapsule-os, crie dois construtores (no mínimo) e crie um método toString().
2. Escreva a classe principal e uma classe para simplificar a interface.

**Dica:** Escreva a classe principal e instancie as classes mencionadas, atribuindo valores aos objetos. A partir daí tente visualizar métodos que possam agrupar as instruções e daí escreva a classe Facade.

**Classes internas, classes anônimas e expressões lambdas**

[**Apresentação**](https://docs.google.com/presentation/d/13RIQ-epfgKWJ7H3CWNPz8brMr-3_ozdxuas32wWqXb4/edit?usp=sharing)

**Padrão Arquitetural MVC**

[Apresentação MVC](https://docs.google.com/presentation/d/1krIpyBIjBKExCD1xtBKD6z9vt7nnU2XyJHHvM2SqLtI/edit#slide=id.g8040275d86_0_57)

1. Elabore uma aplicação desktop no padrão arquitetural MVC, para cadastrar funcionários, escreva uma classe para o layout apresentado, uma classe Controle e uma classe Funcionario correspondente. Verificar valores de salários entre R$1.300,00 e R$10.000,00. Para valores fora da faixa, lançar exceção.
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[Conexão BD usando Framework](https://docs.google.com/presentation/d/1Id8nwa3GQSbw9-RiuzW9cuK7zCNmLn8-0uKPdQ92YLs/edit?usp=sharing)

**JPQL - Java Persistence Query Language**

Realiza consultas em entidades persistentes de forma independente da base de dados.

Exemplos de consulta com Select

**Usando a cláusula WHERE**

public Query consultarId(Long id) {

Query sql=em.createQuery("SELECT c FROM Cliente c where c.id=:id");

sql.setParameter("id", id);

return sql;

}

**Usando a cláusula LIKE**

public List listarNome(String nome){

Query sql=em.createQuery("SELECT c FROM Cliente c WHERE c.nome LIKE "+"'%"+nome+"%'");

return sql.getResultList();

}

**Select simples**

public List<Cliente> listar() {

return em.createQuery("SELECT c FROM Cliente As c").getResultList();

}

**Delete**

public void apagar(Long id){

em.getTransaction().begin();

Query sql=em.createQuery("DELETE FROM Cliente c WHERE c.id=:id");

sql.setParameter("id",id);

sql.executeUpdate();

em.getTransaction().commit();

}

**Update**

public void atualizar(double salario, int id) {

em.getTransaction().begin();

Query query = em.createQuery("UPDATE Funcionario f SET f.salario = :salario WHERE f.id = :id");

query.setParameter("salario", salario);

query.setParameter("id", id);

query.executeUpdate();

em.getTransaction().commit();

}

Exercícios

1. Inclua essas consultas no projeto passado nos slides.
2. Considerando o projeto MVC desktop e a tela apresentada, faça com que os dados inseridos sejam persistidos na BD via EclipseLink.
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**Exercícios de Revisão**

1. Foi desenvolvido um projeto Java web (Faça o download do projeto no Blackboard: Exercício MVC ) e sabe-se que as layers no MVC são:

1. View;

2. Control;

3. Model;

Esse projeto tem os seguintes arquivos:

a) Um formulário HTML;

b) Um servlet que recebe requisições e responde às requisições;

c) Uma classe chamada Pessoa (Classe Java com os métodos getter’s/setter’s e um construtor padrão);

d) Uma classe PessoaDAO para a conexão com uma base de dados.

Relacione os arquivos às camadas corretas.

Considere o exemplo apresentado em aula, relacione os arquivos na tabela e corrija o relacionamento da coluna um (Camada) com a coluna três (Responsabilidade), posicionando cada responsabilidade à camada correta.

| Camada | Arquivos | Responsabilidade |
| --- | --- | --- |
| Controle |  | Apresentar resultados, conteúdos, mensagens etc. |
| Modelo |  | Recebe as requisições e direciona as ações para o destino correto. |
| Visão |  | Contém as fórmulas de cálculos, as regras de negócios, assim como as restrições. |

1. Com base no exercício anterior, escreva uma instrução para cada item:
2. Instrução que evidencia o acoplamento entre as camadas visão e controle.
3. Instrução que evidencia o acoplamento entre as camadas controle e modelo.
4. Uma classe interna pode ter modificado private? Mostre um exemplo prático e funcional.
5. Responda às questões referentes à classe anônima.
6. O que é uma classe anônima?
7. Escreva um exemplo prático e funcional.
8. O que são expressões lambdas? Escreva um exemplo prático e funcional.
9. Uma interface funcional deve ter obrigatoriamente a anotação @FunctionalInterface? O que caracteriza uma interface funcional? Cite duas interfaces funcionais nativas do Java. Explique o que é um interface funcional mencionando o uso da referida anotação.
10. É correto afirmar que um padrão arquitetural tem como base um design pattern, do catálogo GoF? Explique, relacionando arquitetura de software e design pattern.
11. Elabore um projeto Java que realize o mapeamento objeto-relacional através de um framework adequado (Sugestão: Utilize o EclipseLink). O seu projeto deve conter:
12. A unidade de persistência deve estar setada com a estratégia de criar uma tabela na base de dados estabelecida.
13. A classe da entidade Funcionario: id (int), nome, cargo (String), salario (double). Insira as anotações necessárias para torná-la visível à unidade de persistência e estabeleça o auto incremento para o id.
14. A classe FuncionarioDAO, com o CRUD, isto é, os métodos inserir, listar, remover e atualizar (Atualizar salário por id).
15. Na classe principal, teste todos os métodos de FuncionarioDAO. Em particular, o método listar deve ter o seu conteúdo iterado pelo método forEach da interface Iterable. Para isso, faça de três maneiras: 1) Escreva uma classe solicitada em forEach; 2) Utilize uma classe anônima; 3) Utilize uma expressão lambda.
16. Modifique a forma de estabelecer a conexão (FuncionarioDAO) para que forneça uma conexão apenas.